**JUnit Testing Exercises**

**Exercise 1: Setting Up Junit**

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.13.2</version>

<scope>test</scope>

</dependency>

</dependencies>

public class Calculator {

public int add(int a, int b) {

return a + b;

}

}

import org.junit.Test;

import static org.junit.Assert.\*;

public class CalculatorTest {

@Test

public void testAdd() {

Calculator calc = new Calculator();

int result = calc.add(2, 3);

assertEquals(5, result);

}

}

Output:-
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**Exercise 2: Writing Basic JUnit Tests**

public class MathUtils {

public int add(int a, int b) {

return a + b;

}

public int subtract(int a, int b) {

return a - b;

}

public int multiply(int a, int b) {

return a \* b;

}

public int divide(int a, int b) {

if (b == 0) throw new IllegalArgumentException("Division by zero is not allowed.");

return a / b;

}

}

import org.junit.Test;

import static org.junit.Assert.\*;

public class MathUtilsTest {

MathUtils mathUtils = new MathUtils();

@Test

public void testAdd() {

assertEquals(5, mathUtils.add(2, 3));

}

@Test

public void testSubtract() {

assertEquals(4, mathUtils.subtract(10, 6));

}

@Test

public void testMultiply() {

assertEquals(15, mathUtils.multiply(3, 5));

}

@Test

public void testDivide() {

assertEquals(2, mathUtils.divide(10, 5));

}

@Test(expected = IllegalArgumentException.class)

public void testDivideByZero() {

mathUtils.divide(10, 0);

}

}

Output:-
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**Exercise 4: Arrange-Act-Assert (AAA) Pattern, Test Fixtures, Setup and Teardown Methods in Junit**

public class StringUtils {

public String reverse(String input) {

if (input == null) return null;

return new StringBuilder(input).reverse().toString();

}

public boolean isPalindrome(String input) {

if (input == null) return false;

String reversed = reverse(input);

return input.equalsIgnoreCase(reversed);

}

}

import org.junit.Before;

import org.junit.After;

import org.junit.Test;

import static org.junit.Assert.\*;

public class StringUtilsTest {

private StringUtils stringUtils;

@Before

public void setUp() {

// Setup: Create a new instance before each test

stringUtils = new StringUtils();

System.out.println("Setup done");

}

@After

public void tearDown() {

// Teardown: Clean up after each test (if needed)

stringUtils = null;

System.out.println("Teardown done");

}

@Test

public void testReverse() {

// Arrange

String input = "hello";

// Act

String result = stringUtils.reverse(input);

// Assert

assertEquals("olleh", result);

}

@Test

public void testIsPalindrome\_true() {

// Arrange

String input = "madam";

// Act

boolean result = stringUtils.isPalindrome(input);

// Assert

assertTrue(result);

}

@Test

public void testIsPalindrome\_false() {

// Arrange

String input = "java";

// Act

boolean result = stringUtils.isPalindrome(input);

// Assert

assertFalse(result);

}

@Test

public void testIsPalindrome\_null() {

// Arrange

String input = null;

// Act

boolean result = stringUtils.isPalindrome(input);

// Assert

assertFalse(result);

}

}

Output:-
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**Mockito Hands-On Exercises**

**Exercise 1: Mocking and Stubbing**

public interface ExternalApi {

String getData();

}

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String fetchData() {

return externalApi.getData();

}

}

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testExternalApi() {

// Step 1: Create a mock of ExternalApi

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

// Step 2: Stub getData() to return predefined value

when(mockApi.getData()).thenReturn("Mock Data");

// Step 3: Inject mock into MyService and test

MyService service = new MyService(mockApi);

String result = service.fetchData();

// Step 4: Assert the result

assertEquals("Mock Data", result);

}

}

Output:-

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO0AAAAbCAYAAACQhgiLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAUNSURBVHhe7Zq/S2NZFMe/s41VUmREmWmG2YWgYGzCgGGENAqGKdwmEBAtspVdDCRaZKt9xWAgSWe1KSJCIM1YKWgjGBIY3GIiRAKzyzQOY2Fh/oDd4t28d+/NS/J+RfPc84EU3nu87757zrn3nPPui6mpqX9BEIRn+EluIAhisiGnJQiPQU5LEB6DnJYgPAY5LTEeVg5w1GzhpFlDfGAf+50dICzLEAOZAKfNotBs4ai4JncQz5XzbWwshRBbCqHckTuJUbwQPvmkajhJzAkCIg+4yL3Hx3O53QlZFJqbmG1ksLFzKncSYCeTsozAWNafoT2jn3Y1hHRJbnWHeKWF5KtL5Fa3cSV3PltUm5/X/ramV/GkLcURYztgbCmDiy6AziHXZn5gwg3WsHfWwsku8KnxIHeOhXa1p2v9Ny6H/V+ycoCj5ibmOb8qd/yIKnXsrcjCxjgIj5lBabmJ0UPV0NdIJlysszZ1xwlE8pycHC4PHsc0qZr2f/EKP5aec6lzknMwMXwPF+ssBxPnZBzeMxmbOVu8kkfoOoPY6jb+ljufCjkflXUh99t8dzO6MKNTFWe2KuJQp1vLCHQvkdva19pqWxlcdP2IbmUF2UHYdNosCs08ot/13SLXgLRbsBBAOKmPMbOrvuzVznvWdog2gPtGRtjd9VB5+DjW8COqtJBEb6wMLrpzSFpVgG8ZSnMddzk2n+oNApE8CilJLvVODYF8i1g1NIDh1Lb4dZgEsijsAgVOT32nxKPnq6N06txWBRzpNItIELi/PhZTgdRviPoABN/1F+0MsOW04eI65nGDMrdbXO38Ie4WK28xC6D9ly4D7CNtNXdxaxzGfSODmDbvU5xdPwC+afwsyY2iXeVShdJntAHMvpFOW9aO7hecPYu0on/da5VL3MOP0AejSONxGKZT123ViU7Zc3580zficLGOkwRQrt4AeI1fTGwENpx2DasLfqDzGTWh/RRfvwN49Vbdnc7/wQ8A84lW/wlkBbfGYfALBu3Ej0vvMoobNEzleftIL4UQM1L+hDKf4ENEo1BTgunnKRms03HYqls6VUN25eWxZfuz4bSLmPEBCG5Kym0hGeTl9pFmxSzdEAblCcNwaxzCDP2FKNGg9FpE78dXQSeNx7ZVs6ghe+iajxDMY8Npv+Cur6rM/YQd6BQfV1l7Tg2jrFTJdNwah3BCuFiHEvFLjq3WJCaTp7DVIWgn+iZQFesV4TevAdziq4mQ24bTSqGFWc63scEWY2aB71AXNvBykW8czMBxxkSv8GALZ5VGSwy7geQKLNTsXuLIVGowBizrwm1bhUOd7qPRgcEaDgrjjbHhtKz44FuGUhlSok7V+j6DhD8sIoAH3F3zrWxhg+vGu5rpcZxz9e0WwBwivbxm5GWTETiqNFpkYZpdjJjDr4afn5zC9MS/S++boyTpBm7pwl1bda7T3nzS3PPilTyiPrFYNgxbTquW9Q/RNsgVtES+FEcBvwt9SuQWZYMLGtp3KkWX1RbRwjiOKcWRazzoeU0CKPcumdjBSaVRyh+ViF/7vHFitNOX/rQ/T5P06UmZxicpPObnnAz2Po+JOjUj45ouXLZVpzrtneLg7iUkgzcoWyhGidcYCU/D55x0i+n5Yu+kJSaPlQOkI36gc0gO+8yhk9bzrGHvLI+oT71kMFk3qIhxQE5LEB6DwmOC8BjktAThMchpCcJjkNMShMcgpyUIj/EfR9CdwqvFWFgAAAAASUVORK5CYII=)

**Exercise 2: Verifying Interactions**

public interface ExternalApi {

String getData();

}

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String fetchData() {

return externalApi.getData(); // should be verified

}

}

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testVerifyInteraction() {

// Step 1: Create mock

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

// Step 2: Call the method through MyService

MyService service = new MyService(mockApi);

service.fetchData();

// Step 3: Verify that getData() was called exactly once

verify(mockApi).getData(); // or verify(mockApi, times(1)).getData();

}

}

Output:-
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**Logging using SLF4J**

**Exercise 1: Logging Error Messages and Warning Levels**

<dependencies>

<!-- SLF4J API -->

<dependency>

<groupId>org.slf4j</groupId>

<artifactId>slf4j-api</artifactId>

<version>1.7.30</version>

</dependency>

<!-- Logback Classic (Backend for SLF4J) -->

<dependency>

<groupId>ch.qos.logback</groupId>

<artifactId>logback-classic</artifactId>

<version>1.2.3</version>

</dependency>

</dependencies>

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class LoggingExample {

private static final Logger logger = LoggerFactory.getLogger(LoggingExample.class);

public static void main(String[] args) {

logger.error("This is an error message");

logger.warn("This is a warning message");

}

}

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class LoggingExample {

private static final Logger logger = LoggerFactory.getLogger(LoggingExample.class);

public static void main(String[] args) {

logger.error("This is an error message");

logger.warn("This is a warning message");

}

}

<configuration>

<appender name="STDOUT" class="ch.qos.logback.core.ConsoleAppender">

<encoder>

<pattern>%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n</pattern>

</encoder>

</appender>

<root level="warn">

<appender-ref ref="STDOUT"/>

</root>

</configuration>

Output:-
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